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Abstract—In Software Engineering, even with recent research
on automated tools , human involvement is required in hole
life cycle of software development. Automation of this task will
assist developers and also help researchers for better analysis
of the software. Our research goal is build software repositories
automatically from software configuration and readme files using
Natural Language Processing techniques. The result is a system
that will build software without intervention of human activity
and it will set other configuration related tasks to build and run
the software.

I. INTRODUCTION

During the past decade, as more software developers
have their projects hosted in open software repositories
(e.g., Github [1], Sourceforge [2], Google Code [3]), large
open software repositories become available to software
engineering researchers and provide valuable resources for
developing novel software engineering techniques. A large
number of recently developed techniques are based on
analyzing and mining data (code, version history, bug reports,
emails, etc.) from software repositories, and the software
projects in software repositories also serve as desirable
subjects for the evaluation of numerous software engineering
techniques [4] [5].

Since the code base is typically the functioning part in
software projects, in both scenarios mentioned above, it is
often necessary to apply certain types of program analysis on
the code base of software projects in the software repositories.
Furthermore, to analyze a large number of software projects
from software repositories, it is important to automate the
whole process of analysis by reducing or eliminating human
intervention.

However, while the majority of program analysis techniques
require a successful build process or a well built software
project as their input, this requirement is not easy to satisfy for
software projects collected from open software repositories.
Open software repositories typically store and maintain only
source code of software projects, so the projects must be built
before they can be fed into various program analysis tools.
Although it is possible to apply partial program analysis on
only the available source code, without the resolution of
dependencies, and relevant types / bindings, it is difficult
or impossible to precisely perform some basic tasks such

as counting API calls or constructing a call graph, with
only partial program analysis. For example, for a statement
foo().bar();, if foo() is an unresolved library method, we are
not able to know its return type. So, we have to assume that
all methods with a name ”bar” can be invoked, while actually,
only the methods with a name ”bar” in the subtypes of the
return type of foo() can be invoked. Also, we are not able to
know if bar() is an API call or not, and what API it refers
to. Furthermore, many well-maintained popular frameworks
(e.g., Soot [6], Wala [7], and LLVM [8]) require built
software or a successful build process, and a large number of
program analysis techniques have been developed on these
frameworks. Thus, without have the software projects built,
these techniques and corresponding tools cannot be reused.

To sum up, automatic building of software projects pro-
vides a desirable foundation to support a large variety of
software engineering research tasks based on open software
repositories. With this foundation, it will be easier for soft-
ware engineering researchers to design more sophisticated and
effective program-analysis-based techniques, and larger-scale
evaluation.

II. RELATED WORKS

Our research work is the first research effort on the
automatic building of software projects from open software
repositories using NLP techniques. The project is related to
recent research efforts on the analysis of build configuration
files, and mining software repositories. Existing research on
analysis of build configuration files mainly falls in three
categories: dependency analysis of involved path expressions,
migration of build configuration files, and empirical studies.

On dependency analysis, Gunter [9] proposed a Petri-
net based model to describe the dependencies in build
configuration files. Adams et al. [10] proposed a framework
to extract a dependency graph for build configuration files,
and provide automatic tools to keep consistency during
revision. Most recently, Al-Kofahi et al. [11] proposed an a
fault localization approach for make files, which provides the
suspiciousness scores of each statement in a make files for a
building error. The most closely related work in this category
is SYMake developed by Tamrawi et al. [12]. SYMake uses
a symbolic-evaluation-based technique to generate a string



dependency graph for the string variables/constants in a
Makefile , automatically traces these values in maintenance
tasks (e.g., renaming), and detect common errors. Compared
to SYMake, the proposed project plans to develop build
configuration analysis for a different purpose (i.e., automatic
software building). Therefore, the proposed analysis estimates
run-time values of string variables with grammar-based string
analysis instead of string dependency analysis, and analyzes
flows of files to identify the paths to put downloaded files
and source files to be involved.

On migration of build configuration files, AutoConf [13]
is a GNU software that automatically generates configuration
scripts based on detected features of a computer system.
AutoConf detects existing features (e.g., libraries, software
installed) in a build environment, and configure the software
based on pre-defined options. By contrast, our proposed
project tries to adapt the build environment, and resolve
build errors which are not expected by developers. Most
recently, Gligoric et al. [14] proposed an approach to
automate the migration of various building configuration
files to CloudMake configuration files based on building
execution with system-level instrumentation. While their
approach requires a successful execution of the original build
configuration files, our proposed project mainly handles the
cases with NLP techniques.

Mining Software Repositories. In the field of mining
software repositories, our research is specifically related to
online software search, and large scale analysis of software
projects. On online software search, a number of research
efforts have been made on searching for relevant libraries
given certain queries. Such research efforts include CodeWeb,
component-ranking. Previous researchers also studied
searching for similar applications of a given application ,
and searching for code samples of APIs . Compared to the
above research efforts, automatic software building searches
libraries with signatures so the assessment of search results is
straightforward. However, since it is prohibitively expensive
to download and try all search results, a proper ranking
strategy is required to enhance search efficiency.

On large-scale analysis of software projects, most previ-
ous researchers apply partial program analysis or meta-data
analysis to mine software repositories or to perform empirical
studies. Our work may further enhance these research efforts
by allowing more in-depth program analysis techniques to be
applied to a large number of software projects. Researchers
also have been aware of the importance of diversity and
reproducibility of empirical studies and evaluations based on
software repositories. We believe that our work may provide
some benefits to the diversity and reproducibility of such tasks.

III. CONCLUSION

The proposed research work provides a framework to auto-
matically build arbitrary software projects in open software

repositories. Such techniques will enable more precise and
complete program analysis on a large number of software
projects and versions in open software repositories, and thus
will benefit software engineering techniques that mines and
analyzes these repositories, as well as large scale evaluation
of program-analysis-based software engineering techniques.
By reporting building failures related to portability flaws of
software projects, the project may also enhance the portability
of software projects in open software repositories.
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